# Week 03 - Node JS + Express + Mongoose

This material can be found in this [link](https://codeberg.org/kaduardo/shu-sad-javascript/src/branch/main/week03-nodejs-express-mongoose/).

## 1. Introduction

This week you will start playing around with NodeJS, Express and Mongoose.

In this lab we are going to build a simple petshop application using Express framework for programming the backend, mongodb database with mongoose and pug to create our pages. The tutorial starts with some “recipe” material, which you can follow along, before asking you to dive into the deep end and refactor the code.

We also have other introductory exercises saved in the [repository](https://codeberg.org/kaduardo/shu-sad-javascript/src/branch/main/week03-nodejs-express-mongoose/) that can be followed if you feel you need it.

1. [An introduciton to Node.JS](intro-nodejs.md) - this is a gentle introduction to node.js designed for those that never used it before.
2. [An introduction to MongoDB](intro-mongodb.md) - these show how you can run mongodb server in your local machine.

Let’s then start with nodejs and express.

You need a place to hold your work. You should make a directory in which your work can be stored. Open a terminal and change to this new directory. These instruction will assume the name of your main project folder is petshop and that you are starting your project from scratch.

## 2. Set-up the node.js application

let’s start working on our nodejs application. Since we will use express the first step is to install it in your machine. You can install it in your system by running the following command:

npm install -g express-generator

Now you can use express to initialise your node.js application. From inside the petshop folder run the following command:

express --view=pug backend

This will create a new folder called backend, resulting in your code being saved in the petshop/backend folder. You can check your current application by changing into the backend directory, installing the necessary dependencies and starting the application with the commands below:

cd backend  
  
npm install  
  
npm start

Now open your browser and navigate to <http://localhost:3000>.

## 3. Install modules/dependencies

You need a way to extract data from the post. In express this is done easily using the body-parser and multer packages. At the same time we’ll install an HTML pre-processor with which we’ll build a UI and a package that monitors and restarts node when our codebase changes. We’ll also install the library to deal with the mongodb database. In the terminal run the following commands from inside the backend directory:

npm install --save body-parser  
npm install --save multer  
npm install --save cors  
npm install --save mongoose  
npm install --save pug  
npm install -g nodemon

Or add them to package.json as dependencies. Nodemon watches for changes in your project and automatically stops and restarts the server when it detects changed files.

Now you need to instruct npm to download and locally install the indicated dependencies. Do this by running the command:

npm update  
npm install

Start your application by executing one of these commands in a terminal

npm start  
nodemon start

Navigate to <http://localhost:3000> and you should see a welcome message.

## 4. Creating the routes

We’ll start by setting up and testing some routes. If working on your own machine you may find the Chrome plugin Postman or the Firefox extension Rest Easy useful to test different HTTP methods.

Begin by creating a new routing file called animal.routes.js in the routes directory of your application. Add the code below to this file.

var express = require('express');  
var router = express.Router();  
   
// GET at the root just to demonstrate  
router.get('/', function(req, res, next) {  
 res.send('got a GET request at /');  
});  
  
// GET list of animals to show that we're up and running  
router.get('/animals', function(req, res, next) {  
 res.send('Got a GET request at /animals');  
});  
   
// accept POST request and add a new animal to the db  
//router.post('/animals', upload.array(), function (req, res) {  
// res.send('Got a POST request at /animals');  
//});  
   
// accept PUT request at /animals  
router.put('/animals', function (req, res) {  
 res.send('Got a PUT request at /animals');  
});  
   
   
// accept DELETE request at /animals  
router.delete('/animals', function (req, res) {  
 res.send('Got a DELETE request at /animals');  
});  
   
module.exports = router;

You’ll need to edit your app.js file to require your new animal.routes.js module. Assign it to a variable called animalsRouter then add a new use statement:

// Assigning the router to a local variable  
var animalsRouter = require('./routes/animal.routes');  
  
//...  
  
// Indicating the path this router will be responsible for  
app.use('/petshop', animalsRouter);

Restart your server and test the routes you now have. If you can, try using different HTTP methods, too (if you’ve got postman installed you can use it). A few examples:

* <http://localhost:3000/>
* <http://localhost:3000/petshop>
* <http://localhost:3000/petshop/animals>
* <http://localhost:3000/petshop/animals?n=2>
* <http://localhost:3000/petshop/animals/dog>
* <http://localhost:3000/animals/>

Reflect on what is happening. Can you identify which function is responsible for answering each path? Include a few console.log to track how the request moves through your code. Are you able to add a new path?

## 5. Making the pages using Pug

In a default express installation HTML pages are created from a templating language called Pug. If you look in the views folder of your project you’ll see three default templates.

In app.js you need to make sure that the **view engine** is set to pug.

Now create a new file in views called animals.pug. This is where you’ll place your template code. You can use the following code for your template:

html  
 head  
 title!= title  
 body  
 h1!= message

Notice how the template uses two variables (title and message). We need to change the /animals route so that data that is needed in the template is passed in. Modify the routes/animal.routes.js router with:

router.get('/animals', function(req, res, next) {  
 res.render('animals',   
 {title: 'Pet store',  
 message: 'Hello World! from the <tt>animals</tt> router'}  
 );  
});

Test your new view. You should see some nice HTML returned. Check the page source to confirm it.

Here is an example Pug template with a simple table of data. In the finished application the table will be generated from a database query and interpolated into the table by the engine. The dash and space before the variable are significant. You need them. The indentation really matters - use spaces not tabs. Save the following template as animals.pug (you need the leading dash and space before the variable)

- var dog = { name:'Logan', species:'Dog', breed:'Border Collie', age:'2.5', colour:'Black with white, blue and tan head' }  
html  
 head  
 title!= title  
 body  
 h1 !{message}  
 table(border='1')  
 thead  
 th Name  
 th Species  
 th Breed  
 th Age  
 th Colour or markings  
 tbody  
 td #{dog.name}  
 td #{dog.species}  
 td #{dog.breed}  
 td #{dog.age}  
 td #{dog.colour}

Test your new view. You should be able to identify the HTML table generated from the variables in the template.

Try this to demonstrate how to handle multiple rows of data:

- var animals = [{ name:'Logan', species:'Dog', breed:'Border Collie', age:'5', colour:'Black with white, blue and tan head' }, {name:'Archie', species:'Dog', breed:'Mongrel', age:'15.5', colour:'White' }]  
html  
 head  
 title!= title  
 body  
 h1 !{message}  
 table(border='1')  
 thead  
 th Name  
 th Species  
 th Breed  
 th Age  
 th Colour or markings  
 tbody  
 each pet in animals  
 tr  
 td #{pet.name}  
 td #{pet.species}  
 td #{pet.breed}  
 td #{pet.age}  
 td #{pet.colour}

Try to pass the data to the template from the GET /animals route handler. You’ll need to remove it from the template itself. Do this by creating an array in the route handler and passing that to the template as the parameter animals.

## 6. Adding a form to your pug page

We are going to modify our template to create a form you can use to add new pets. The fields should be named name, species, breed, age and colour. We are going to use the HTTP POST verb and the action should be /petshop/animals.

Here is an example of the main form code using pug for your reference (Using the documentation for Pug at <https://pugjs.org/api/getting-started.html> and <https://medium.com/@nima.2004hkh/create-your-first-login-page-with-exprerssjs-pug-f42250229486>):

h1 Enter the details of a new pet  
 form(action="/petshop/animals" method="POST")  
 table(border='1')  
 thead  
 th Name  
 th Species  
 th Breed  
 th Age  
 th Colour or markings  
 tbody  
 td  
 input(type="text", name="name")  
 td  
 input(type="text", name="species")  
 td  
 input(type="text", name="breed")  
 td  
 input(type="text", name="age")  
 td  
 input(type="text", name="colour")  
 tr  
 td  
 button(type="submit") Submit

You should have a page that looks something like this: ![An example of form page.](data:image/png;base64,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)

Now you’ll need a route to handle the data from this form. Using the HTTP POST method and /petshop/animals is a sensible and RESTful URL for the endpoint. Uncomment the supplied router.post function, presented below as reference.

router.post('/animals', upload.array(), function (req, res) {  
 res.send('Got a POST request at /animals');  
});

Now you need to add the new packages to the router. The following code makes them available in animal.routes.js and creates an instance of multer which we will use to extract form data from the POST:

var bodyParser = require('body-parser');  
var multer = require('multer');   
var upload = multer();

Now change the POST handler to look like this:

router.post('/animals', upload.array(), function (req, res) {  
 console.log('Received a POST request and animals');  
 res.send('Post handler at /animals received '+ req.body.name   
 +' '+ req.body.breed);  
});

You can now test your new handler by sending a POST request to <http://localhost:3000/petshop/animals> where the body is a pet in json format. You can do that using Postman or any of the plugins you chose to use. Here is one example of the json format to be used.

{"name":"Scooby Doo", "species":"Dog", "breed":"Great Dane", "age":"51", "colour":"Browinsh with black spots"}

This is one example using the cURL tool (linux based machines):

curl -X POST -H "Content-Type: application/json" -d '{"name":"Scooby Doo", "species":"Dog", "breed":"Great Dane", "age":"51", "colour":"Browinsh with black spots"}' http://localhost:3000/petshop/animals

Now that your handler is able to receive POST requests and extract information from the body we can pass this information forward. Let’s add the newly arrived data to the local array, and have the POST handler reload the page with the new data added to the table at the top each time that it receives a new pet. Do this by using the response object’s redirect method.

Your POST handler will look list this:

// accept POST request and add a new pet to the db  
router.post('/animals', upload.array(), function (req, res) {  
 console.log('Received a POST request and animals');  
 animals.push(req.body);  
 res.redirect('/petshop/animals');  
});

Now try your application in the browser. Start by accessing the main list page: <http://localhost:3000/petshop/animals>, then add a few entries using the form. Notice in the console the POST request followed by a GET request.

## 7. Creating the database

We’re now going to use a mongo database to store information about our pets.

If you haven’t done so you should now download and run the [MongoDB Server](intro-mongodb.md).

Now that you mongodb server is up and running let’s create a database and populate with some data. Using the MongoDB shell create a new database called petshopdb and create a new collection called animals. You can use the commands below for doing that from inside the mongosh shell client.

use petshopdb   
  
db.createCollection("animals")  
  
db.animals.insertMany([  
{ 'name': 'Logan', 'species': 'dog', 'breed': 'Border Collie', 'age': 5, 'colour': 'tricolour' },   
{ 'name': 'Ralph', 'species': 'dog', 'breed': 'Cocker Spaniel', 'age': 2, 'colour': 'golden' },   
{ 'name': 'Mallyan', 'species': 'cat', 'breed': 'British Short Hair', 'age': 22, 'colour': 'black' }   
])

Try to display all of the data in the MongoDB Shell client (e.g., db.animals.find()).

Now you are ready to start coding.

## 8. Defining the models

To better organise our code the database connection details will be saved in a separate file. Create a directory named config in your project backend folder and then a file named db.config.js with the following content:

module.exports = {  
 url: "mongodb://127.0.0.1:27017/petshopdb"  
};

Create a directory called models in your project backend folder, and inside this directory create file named index.js file with the following content:

const dbConfig = require("../config/db.config.js");  
   
const mongoose = require("mongoose");  
mongoose.Promise = global.Promise;  
   
const db = {};  
db.mongoose = mongoose;  
db.url = dbConfig.url;  
db.animals = require("./animal.model.js")(mongoose);  
   
module.exports = db;

Let’s create the model. Create a file name animal.model.js inside the model folder. Use the following content for this file:

module.exports = mongoose => {  
 var Animal = mongoose.model(  
 "animal",  
 mongoose.Schema(  
 {  
 name: String,  
 species: String,  
 breed: String,  
 age: Number,  
 colour: String  
 }  
 )  
 );  
 return Animal;  
};

## 9. Creating request handlers (controllers)

Before we were combining the controller code within the routes. We are now going to separate these following best practices for code organisation.

Create a controllers folder within your project folder, and create animal.controller.js file with the following content:

const db = require("../models");  
const Animal = db.animals;  
   
// Create and Save a new Animal  
exports.create = (req, res) => {  
   
};  
   
// Retrieve all Animals from the database.  
exports.findAll = (req, res) => {  
   
};  
   
// Find a single Animal with an id  
exports.findOne = (req, res) => {  
   
};  
   
// Update a Animal by the id in the request  
exports.update = (req, res) => {  
   
};  
   
// Delete a Animal with the specified id in the request  
exports.delete = (req, res) => {  
   
};  
   
// Delete all Animal from the database.  
exports.deleteAll = (req, res) => {  
   
};

Notice how these functions abstract away from the actual HTTP method used in the request. This is handled by the router. Let’s now implement some of those functions.

This is the code to create and save a new Animal in the database: First we need to modify the POST handler to extract the data from the HTTP request and then save it in the database. Use the following code for doing that (if the fields in your form have different names you’ll need to do some editing):

// Create and Save a new Animal  
exports.create = (req, res) => {  
 // Validate request  
 if (!req.body.name) {  
 res.status(400).send({ message: "Content can not be empty!" });  
 return;  
 }  
   
 // Create a Animal model object  
 const animal = new Animal({  
 name: req.body.name,  
 species: req.body.species,  
 breed: req.body.breed,  
 age: req.body.age,  
 colour: req.body.colour  
 });  
   
 // Save Animal in the database  
 animal  
 .save()  
 .then(data => {  
 console.log("Animal saved in the database: " + data);  
 res.redirect('/petshop/animals');  
 })  
 .catch(err => {  
 res.status(500).send({  
 message:  
 err.message || "Some error occurred while creating the Animal."  
 });  
 });  
};

This is the code to retrieve all animals from the database (with support for conditions) and format it neatly using our previous pug template:

// Retrieve all Animals from the database.  
exports.findAll = (req, res) => {  
 const name = req.query.name;  
 //We use req.query.name to get query string from the Request and consider it as condition for findAll() method.  
 var condition = name ? { name: { $regex: new RegExp(name), $options: "i" } } : {};  
 Animal  
 .find(condition)  
 .then(data => {  
 res.render('animals',  
 {title: 'Pet Store',  
 animals: data});  
 })  
 .catch(err => {  
 res.status(500).send({  
 message:  
 err.message || "Some error occurred while retrieving Animals."  
 });  
 });  
};

## 10. Creating routers

Now that we created our controllers we need to update our routes. Within the routes folder of your project, we are going to modify the animal.routes.js to include the new controller and then change the different routes to use the functions provided by the controller. This is the new anime.routes.js file:

var express = require('express');  
var router = express.Router();  
   
//Require controller  
var animalController = require('../controllers/animal.controller');  
  
// GET at the root returns a welcome message in json  
router.get('/', function(req, res, next) {  
 res.json({message: "Welcome to the petshop api."});  
});  
   
// Create a new animal  
router.post("/animals/", animalController.create);  
   
// Retrieve all animals  
router.get("/animals/", animalController.findAll);  
   
// Retrieve a single animal with id  
router.get("/animals/:id", animalController.findOne);  
   
// Update a animal with id  
router.put("/animals/:id", animalController.update);  
   
// Delete a animal with id  
router.delete("/animals/:id", animalController.delete);  
   
// Delete all animals of the database  
router.delete("/animals/", animalController.deleteAll);  
   
module.exports = router;

## 11. Connecting to the database

Now we need to configure and create the connection to our database. The connection code will reside in the main file app.js. We also need to import the router into the main file. The following content shows the new app.js file after adding the database connection (feel free to modify it as you see fit for your project):

var createError = require('http-errors');  
var express = require('express');  
var path = require('path');  
var cookieParser = require('cookie-parser');  
var logger = require('morgan');  
  
// Adding extra modules  
var bodyParser = require("body-parser");  
var cors = require('cors');  
  
var indexRouter = require('./routes/index');  
var usersRouter = require('./routes/users');  
// The router for animals  
var animalsRouter = require('./routes/animal.routes');  
  
var app = express();  
  
// adding cors module  
app.use(cors());  
  
// view engine setup  
app.set('views', path.join(\_\_dirname, 'views'));  
app.set('view engine', 'pug');  
  
app.use(logger('dev'));  
app.use(express.json());  
app.use(express.urlencoded({ extended: false }));  
app.use(cookieParser());  
app.use(express.static(path.join(\_\_dirname, 'public')));  
  
app.use('/', indexRouter);  
app.use('/users', usersRouter);  
app.use('/petshop', animalsRouter);  
  
//Database connection code  
const db = require("./models");  
db.mongoose.connect(db.url, {  
 useNewUrlParser: true,  
 useUnifiedTopology: true  
}).then(() => {  
 console.log("Connected to the database!");  
}).catch(err => {  
 console.log("Cannot connect to the database!", err);  
 process.exit();  
});  
  
// catch 404 and forward to error handler  
app.use(function(req, res, next) {  
 next(createError(404));  
});  
  
// error handler  
app.use(function(err, req, res, next) {  
 // set locals, only providing error in development  
 res.locals.message = err.message;  
 res.locals.error = req.app.get('env') === 'development' ? err : {};  
  
 // render the error page  
 res.status(err.status || 500);  
 res.render('error');  
});  
   
module.exports = app;

Notice the following points:

* Importing of the router:

var animalRouter = require('./routes/animal.routes');

* Association of the router with the /petshop path:

app.use('/petshop', animalRouter);

* Code for controlling the connection to the database:

//Database connection code  
const db = require("./models");  
db.mongoose.connect(db.url, {  
 useNewUrlParser: true,  
 useUnifiedTopology: true  
}).then(() => {  
 console.log("Connected to the database!");  
}).catch(err => {  
 console.log("Cannot connect to the database!", err);  
 process.exit();  
});

Save the files and make sure your mongodb server is running. You should now be able to list all the animals in your database by accessing the following url: <http://localhost:3000/petshop/animals>. Play around with the form. Try adding a few animals to the database and check using the mongosh shell console if the animals are indeed saved in the database. What kind of output do you have in the node console (the one where you the node server)? Add a few console.log throuhgout your code to track the sequence in which functions are called.

Try the following URLs and make a note of what happens:

* <http://localhost:3000/petshop/>
* <http://localhost:3000/petshop/animals>
* <http://localhost:3000/>
* <http://localhost:3000/petshop/animals/2>
* <http://localhost:3000/petshop/animals/?name=test>

Replace *test* with the name of an animal saved in your database.

You can use a tool like Postman, SoapUI or cURL to send different HTTP requests (e.g., POST, PUT, DELETE) to your back-end.

## 11. Exercises

1. Create the rest of the controller functions. You can use this tutorial as basis for defining your database manipulation functions <https://bezkoder.com/node-express-mongodb-crud-rest-api/>
2. Update your front-end to fully implement all CRUD functions.

## References

* Mozilla Developer Network - Express web framework (Node.js/JavaScript) - https://developer.mozilla.org/en-US/docs/Learn/Server-side/Express\_Nodejs
* Bezkoder tutorials: <https://www.bezkoder.com/react-node-express-mongodb-mern-stack/>